**MySQL Triggers - Lab. Exercise 8: 15-19, April 2024)**

**Source:** [**https://www.geeksforgeeks.org/different-types-of-mysql-triggers-with-examples/**](https://www.geeksforgeeks.org/different-types-of-mysql-triggers-with-examples/)

In MySQL, a trigger is a **stored program** invoked automatically in response to an event such as insert, update, or delete that occurs in the associated table. For example, you can define a trigger that is invoked automatically before a new row is inserted into a table.

The SQL standard defines two types of triggers: row-level triggers and statement-level triggers.

* A row-level trigger is activated for each row that is inserted, updated, or deleted. For example, if a table has 100 rows inserted, updated, or deleted, the trigger is automatically invoked 100 times for the 100 rows affected.
* A statement-level trigger is executed once for each transaction regardless of how many rows are inserted, updated, or deleted.

**MySQL supports only row-level triggers**. It doesn’t support statement-level triggers.

![](data:image/png;base64,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)

There are 6 different types of triggers scenarios in MySQL:

**1. Before Update Trigger 2. After Update Trigger**

**3. Before Insert Trigger 4. After Insert Trigger**

**5. Before Delete Trigger 6. After Delete Trigger**

**MYSQL TRIGGERS SYNTAX: Source: https://dev.mysql.com/doc/refman/8.3/en/create-trigger.html**

**15.1.22 CREATE TRIGGER Statement**

**CREATE**

**[DEFINER = *user*]**

**TRIGGER [IF NOT EXISTS] *trigger\_name***

***trigger\_time* *trigger\_event***

**ON *tbl\_name* FOR EACH ROW**

**[*trigger\_order*]**

***trigger\_body***

***trigger\_time*: { BEFORE | AFTER }**

***trigger\_event*: { INSERT | UPDATE | DELETE }**

***trigger\_order*: { FOLLOWS | PRECEDES } *other\_trigger\_name***

This statement creates a new trigger. A trigger is a named database object that is associated with a table, and that activates when a particular event occurs for the table. The trigger becomes associated with the table named *tbl\_name*, which must refer to a permanent table. You cannot associate a trigger with a TEMPORARY table or a view.

Trigger names exist in the schema namespace, meaning that all triggers must have unique names within a schema. Triggers in different schemas can have the same name.

IF NOT EXISTS prevents an error from occurring if a trigger having the same name, on the same table, exists in the same schema.

*--------------------------------------------------------------------------*

**Source: https://dev.mysql.com/doc/refman/8.3/en/drop-trigger.html**

**15.1.34 DROP TRIGGER Statement**

**DROP TRIGGER [IF EXISTS] [*schema\_name*.]*trigger\_name***

This statement drops a trigger. The schema (database) name is optional. If the schema is omitted, the trigger is dropped from the default schema. DROP TRIGGER requires the TRIGGER privilege for the table associated with the trigger.

Use IF EXISTS to prevent an error from occurring for a trigger that does not exist. A NOTE is generated for a nonexistent trigger when using IF EXISTS. See Section 15.7.7.44, “SHOW WARNINGS Statement”.

Triggers for a table are also dropped if you drop the table. ---------------------------------------------------------------------SET SQL\_SAFE\_UPDATES = 0;

-- 1. **Before Update Trigger**

CREATE TABLE customer (

acc\_no INTEGER PRIMARY KEY,

cust\_name VARCHAR(20),

avail\_balance DECIMAL

);

CREATE TABLE mini\_statement (

acc\_no INTEGER,

avail\_balance DECIMAL,

FOREIGN KEY(acc\_no) REFERENCES customer(acc\_no) ON DELETE CASCADE

);

INSERT INTO customer VALUES (1000, 'Fanny', 7000);

INSERT INTO customer VALUES (1001, 'Peter', 12000);

DELIMITER //

CREATE TRIGGER update\_cus

BEFORE UPDATE ON customer

FOR EACH ROW

BEGIN

INSERT INTO mini\_statement VALUES (OLD.acc\_no, OLD.avail\_balance);

END; //

DELIMITER ;

UPDATE customer SET avail\_balance = avail\_balance + 3000 WHERE acc\_no = 1001;

UPDATE customer SET avail\_balance = avail\_balance + 3000 WHERE acc\_no = 1000;

**Output:**

**select \*from mini\_statement;**

+--------+---------------+

| acc\_no | avail\_balance |

+--------+---------------+

| 1001 | 12000 |

| 1000 | 7000 |

+--------+---------------+

2 rows in set (0.0007 sec)

======================================================================

-- 2. **After Update Trigger**

CREATE TABLE customer2 (

acc\_no INTEGER PRIMARY KEY,

cust\_name VARCHAR(20),

avail\_balance DECIMAL

);

CREATE TABLE micro\_statement (

acc\_no INTEGER,

avail\_balance DECIMAL,

FOREIGN KEY(acc\_no) REFERENCES customer2(acc\_no) ON DELETE CASCADE

);

INSERT INTO customer2 VALUES (1002, 'Janitor', 4500);

DELIMITER //

CREATE TRIGGER update\_after

AFTER UPDATE ON customer2

FOR EACH ROW

BEGIN

INSERT INTO micro\_statement VALUES(NEW.acc\_no, NEW.avail\_balance);

END; //

DELIMITER ;

UPDATE customer2 SET avail\_balance = avail\_balance + 1500 WHERE acc\_no = 1002;

**Output:**

**select \*from micro\_statement;**

+--------+---------------+

| acc\_no | avail\_balance |

+--------+---------------+

| 1002 | 6000 |

+--------+---------------+

1 row in set (0.0007 sec)

-- 3. **Before Insert Trigger**

CREATE TABLE contacts1 (

contact\_id INT(11) NOT NULL AUTO\_INCREMENT,

last\_name VARCHAR(30) NOT NULL,

first\_name VARCHAR(25),

birthday DATE,

created\_date DATE,

created\_by VARCHAR(30),

CONSTRAINT contacts1\_pk PRIMARY KEY (contact\_id)

);

DELIMITER //

CREATE TRIGGER contacts1\_before\_insert

BEFORE INSERT ON contacts1

FOR EACH ROW

BEGIN

DECLARE vUser VARCHAR(50);

-- Find username of person performing INSERT into table

SELECT USER() INTO vUser;

-- Update created\_date field to current system date

SET NEW.created\_date = SYSDATE();

-- Update created\_by field to the username of the person performing the INSERT

SET NEW.created\_by = vUser;

END; //

DELIMITER ;

INSERT INTO contacts1 (last\_name, first\_name, birthday)

VALUES ('Newton', 'Enigma', STR\_TO\_DATE('19-08-1999', '%d-%m-%Y'));

**Output:**

**select \*from contacts1;**

**+------------+-----------+------------+------------+--------------+----------------+**

**| contact\_id | last\_name | first\_name | birthday | created\_date | created\_by |**

**+------------+-----------+------------+------------+--------------+----------------+**

**| 1 | Newton | Enigma | 1999-08-19 | 2019-05-11 | root@localhost |**

**+------------+-----------+------------+------------+--------------+----------------+**

-- **4. After Insert Trigger**

CREATE TABLE contacts2 (

contact\_id INT(11) NOT NULL AUTO\_INCREMENT,

last\_name VARCHAR(30) NOT NULL,

first\_name VARCHAR(25),

birthday DATE,

CONSTRAINT contacts2\_pk PRIMARY KEY (contact\_id)

);

CREATE TABLE contacts2\_audit (

contact\_id INTEGER,

created\_date DATE,

created\_by VARCHAR(30)

);

DELIMITER //

CREATE TRIGGER contacts2\_after\_insert

AFTER INSERT ON contacts2

FOR EACH ROW

BEGIN

DECLARE vUser VARCHAR(50);

-- Find username of person performing the INSERT into table

SELECT USER() INTO vUser;

-- Insert record into audit table

INSERT INTO contacts2\_audit

(contact\_id,

created\_date,

created\_by)

VALUES

(NEW.contact\_id,

SYSDATE(),

vUser);

END; //

DELIMITER ;

INSERT INTO contacts2 (last\_name, first\_name, birthday)

VALUES ('Kumar', 'Rupesh', STR\_TO\_DATE('20-06-1999', '%d-%m-%Y'));

**Output:**

**select \*from contacts2\_audit;**

**+------------+--------------+----------------+**

**| contact\_id | created\_date | created\_by |**

**+------------+--------------+----------------+**

**| 1 | 2019-05-11 | root@localhost |**

**+------------+--------------+----------------+**

**1 row in set (0.0006 sec)**

-- **5. Before Delete Trigger**

CREATE TABLE contacts3 (

contact\_id INT(11) NOT NULL AUTO\_INCREMENT,

last\_name VARCHAR(30) NOT NULL,

first\_name VARCHAR(25),

birthday DATE,

created\_date DATE,

created\_by VARCHAR(30),

CONSTRAINT contacts3\_pk PRIMARY KEY (contact\_id)

);

CREATE TABLE contacts3\_audit (

contact\_id INTEGER,

deleted\_date DATE,

deleted\_by VARCHAR(20)

);

DELIMITER //

CREATE TRIGGER contacts3\_before\_delete

BEFORE DELETE ON contacts3

FOR EACH ROW

BEGIN

DECLARE vUser VARCHAR(50);

-- Find username of person performing the DELETE from table

SELECT USER() INTO vUser;

-- Insert record into audit table

INSERT INTO contacts3\_audit

(contact\_id,

deleted\_date,

deleted\_by)

VALUES

(OLD.contact\_id,

SYSDATE(),

vUser);

END; //

DELIMITER ;

INSERT INTO contacts3 (last\_name, first\_name, birthday, created\_date, created\_by)

VALUES ('Bond', 'Ruskin', STR\_TO\_DATE('19-08-1995', '%d-%m-%Y'), STR\_TO\_DATE('27-04-2018', '%d-%m-%Y'), 'xyz');

DELETE FROM contacts3 WHERE last\_name = 'Bond';

**Output:**

**select \*from contacts3\_audit;**

+------------+--------------+----------------+

| contact\_id | deleted\_date | deleted\_by |

+------------+--------------+----------------+

| 1 | 2019-05-11 | root@localhost |

-- **6. After Delete Trigger**

CREATE TABLE contacts4 (

contact\_id INT(11) NOT NULL AUTO\_INCREMENT,

last\_name VARCHAR(30) NOT NULL,

first\_name VARCHAR(25),

birthday DATE,

created\_date DATE,

created\_by VARCHAR(30),

CONSTRAINT contacts4\_pk PRIMARY KEY (contact\_id)

);

CREATE TABLE contacts4\_audit (

contact\_id INTEGER,

deleted\_date DATE,

deleted\_by VARCHAR(20)

);

DELIMITER //

CREATE TRIGGER contacts4\_after\_delete

AFTER DELETE ON contacts4

FOR EACH ROW

BEGIN

DECLARE vUser VARCHAR(50);

-- Find username of person performing the DELETE from table

SELECT USER() INTO vUser;

-- Insert record into audit table

INSERT INTO contacts4\_audit

(contact\_id,

deleted\_date,

deleted\_by)

VALUES

(OLD.contact\_id,

SYSDATE(),

vUser);

END; //

DELIMITER ;

INSERT INTO contacts4 (last\_name, first\_name, birthday, created\_date, created\_by)

VALUES ('Newton', 'Isaac', STR\_TO\_DATE('19-08-1985', '%d-%m-%Y'), STR\_TO\_DATE('23-07-2018', '%d-%m-%Y'), 'xyz');

DELETE FROM contacts4 WHERE first\_name = 'Isaac';

**Output:**

**select \*from contacts4\_audit;**

+------------+--------------+----------------+

| contact\_id | deleted\_date | deleted\_by |

+------------+--------------+----------------+

| 1 | 2019-05-11 | root@localhost |